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ABSTRACT

Systems and methods for providing dynamic libraries in
safety critical computing environments are disclosed. Con-
trolled dynamic libraries and isolated execution spaces are
utilized. In some embodiments, the controlled dynamic
libraries and isolated execution spaces are implemented in
full compliance with rules and standards established by avia-
tion regulatory and government agencies, allowing systems
utilizing the controlled dynamic libraries to be certifiable for
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400 ™~

402~ COMPILING A PLURALITY OF SOURCE FILES TO PRODUCE A PLURALITY
OF COMPILED EXECUTABLES

404~ LOADING EACH OF THE PLURALITY OF COMPILED EXECUTABLES INTO
AN ISOLATED EXECUTION SPACE

406 ESTABLISHING CONTROLLED INTERFACES BETWEEN TWO OR MORE
™ ISOLATED EXECUTION SPACES ACCORDING TO CONFIGURATIONS
SPECIFIED {M A CONFIGURATION FILE

408~ PROVIDING THE 1SOLATED EXECUTION S5PACES WITH CONTROLLED INTERFACES

ESTABLISHED THEREIN FOR EXECUTION

FIG.12
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COMPUTING SYSTEMS UTILIZING
CONTROLLED DYNAMIC LIBRARIES AND
ISOLATED EXECUTION SPACES

BACKGROUND

Aviation electronics, also known as avionics, may refer to
the electronic systems used on aircraft, satellites, spacecrafts,
and various other types of aerial vehicles.

SUMMARY

Embodiments of the inventive concepts disclosed herein
are directed to a method. The method may include: loading a
plurality of binary files into a plurality of isolated execution
spaces defined on a computing system; establishing con-
trolled interfaces between at least two of the plurality of
isolated execution spaces according to configurations speci-
fied in a configuration file; and forming an executable appli-
cation for execution on the computing system, the application
being formed based on the plurality of isolated execution
spaces and the controlled interfaces established therein.

In one aspect, the inventive concepts disclosed herein are
directed to a method including: compiling a plurality of
source files to produce a plurality of compiled files; loading
the plurality of compiled files into a plurality of isolated
execution spaces defined on a computing system; establish-
ing controlled interfaces between at least two of the plurality
of isolated execution spaces according to configurations
specified in a configuration file; and forming an executable
application for execution on the computing system, the appli-
cation being formed based on the plurality of isolated execu-
tion spaces and the controlled interfaces established therein.

A further embodiment of the present disclosure is directed
to a system. The system may include a memory, a memory
management unit configure to mange allocation of the
memory, and a processor. The processor may be configured
to: provide a plurality of isolated execution spaces defined
according to an operating system executing on the processor;
load a plurality of binary files into the plurality of isolated
execution spaces, wherein each one of the plurality of binary
files is loaded into a corresponding one of the plurality of
isolated execution spaces, wherein each one of the plurality of
isolated execution spaces is provided full memory access to
an allocated memory portion, and wherein the memory man-
agement unit is utilized to prevent a particular isolated execu-
tion space of the plurality of isolated execution spaces from
accessing the allocated memory portion of another isolated
execution space of the plurality of isolated execution spaces;
establish controlled interfaces among the plurality ofisolated
execution spaces according to configurations specified in a
configuration file, wherein communications between the plu-
rality of isolated execution spaces are permissible only
through the controlled interfaces established among the plu-
rality of isolated execution spaces; and form an executable
application for execution on the computer system, the appli-
cation being formed based on the plurality of isolated execu-
tion spaces and the controlled interfaces established therein.

It is to be understood that both the foregoing general
description and the following detailed description are exem-
plary and explanatory only and are not restrictive of the inven-
tive concepts disclosed and claimed herein. The accompany-
ing drawings, which are incorporated in and constitute a part
of the specification, illustrate embodiments of the inventive
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concepts and together with the general description, serve to
explain the principles and features of the inventive concepts
disclosed herein.

BRIEF DESCRIPTION OF THE DRAWINGS

The numerous objects and advantages of the inventive
concepts disclosed herein may be better understood by those
skilled in the art by reference to the accompanying figures in
which:

FIG. 1 is an illustration depicting an application compiled
with statically linked libraries;

FIG. 2 is an illustration depicting an application compiled
with at least one dynamically linked library;

FIG. 3 is a block diagram depicting a system implementing
controlled dynamic libraries and isolated execution spaces in
accordance with embodiments of the inventive concepts dis-
closed herein;

FIG. 4 is a block depicting a memory management unit
without implementing isolated execution spaces;

FIG. 5 is ablock diagram depicting a memory management
unit implementing isolated execution spaces in accordance
with embodiments of the inventive concepts disclosed herein;

FIG. 6 is a block diagram depicting handling of a con-
trolled interface call;

FIG. 7 is an illustration depicting a function call stack
processing;

FIG. 8 is an illustration depicting a controlled interface call
stack switch processing;

FIG. 9 is ablock diagram depicting a memory management
unit implementing isolated execution spaces and shared
memory spaces;

FIG. 10 is a block diagram depicting a memory manage-
ment unit supporting a user-space driver;

FIG. 11 is a block diagram depicting handling of a con-
trolled interface call to a remote library; and

FIG. 12 is a flow diagram depicting an embodiment of a
method for supporting dynamically linked libraries.

DETAILED DESCRIPTION

Reference will now be made in detail to exemplary
embodiments of the inventive concepts disclosed herein,
examples of which are illustrated in the accompanying draw-
ings.

Due to concerns about safety, determinism, regulations and
other considerations, avionics often do not utilize techniques
or features available in commercially available counterparts.
An example of this is the use of shared libraries or dynamic
libraries, which are commonly used in commercially avail-
able applications. In avionics, however, applications are typi-
cally linked statically with all the required libraries, as illus-
trated in FIG. 1. This is done out of a desire to clearly identify
what constitutes an application, and eliminates all ambiguity
as to what the state of the application will be when it is loaded
on a target environment.

In contrast, most commercially available operating sys-
tems support some form of dynamically linked libraries. As
illustrated in FIG. 2, a dynamically linked library 200 is not
linked with an executable application 206 at compile time like
statically linked libraries 204. Instead, an application source
file 202 may be compiled and linked to form the executable
application 206 without the dynamically linked library 200
(which may be compiled from library source file(s) 208 sepa-
rately from the application source file 202). The executable
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application 206 and the dynamically linked library 200 may
then be linked at runtime when the application is loaded by
the operating system.

It is noted that dynamically linked libraries may provide
several advantages over static libraries. For instance, if mul-
tiple applications use the same library, only one instance of
the library needs to be loaded, therefore providing space
savings. In addition, if an updated version is available for a
dynamically linked library, the dynamically linked library
may be updated on the target environment without changing
the application itself. Furthermore, dynamically linked librar-
ies may be able to insulate an application from underlying
operating system or platform differences, making the appli-
cation more portable.

It is also noted, however, that existing implementations of
dynamically linked libraries are also associated with various
problems. For instance, version control may be difficult to
implement, and an application may be negatively impacted by
an intentional or unintentional change in a dynamically
linked library. The various problems associated with existing
implementations of dynamically linked libraries introduce
uncertainties, which can be difficult or impossible to predict.

While various techniques have been developed to mitigate
some of the problems associated with dynamically linked
libraries, they are generally focused on ease of maintenance
and occasional mishaps still happen. While occasional mis-
haps may be considered acceptable for some systems, it is to
be understood that they may lead to serious safety impacts on
an avionic system, where safety is of paramount importance.
Consequently, existing implementations of dynamically
linked libraries in commercially available operating systems
cannot be utilized for safety critical avionics.

Embodiments of the inventive concepts disclosed herein
provide computing systems for avionics that take advantages
of' dynamic libraries while ensuring system safety. More spe-
cifically, controlled dynamic libraries and isolated execution
spaces are utilized to address the aforementioned problems
associated with existing implementations of dynamically
linked libraries. In some embodiments, the controlled
dynamic libraries and isolated execution spaces are imple-
mented in full compliance with rules and standards estab-
lished by aviation regulatory and government agencies,
allowing systems utilizing the controlled dynamic libraries in
accordance with the inventive concepts disclosed hereinto be
certifiable for avionics.

It is contemplated that utilizing controlled dynamic librar-
ies and isolated execution spaces in accordance with embodi-
ments of the inventive concepts disclosed herein provides
several advantages over static libraries currently used in avi-
onics. When static libraries are used, a change to either an
application or one of its libraries may potentially impact all
the code that is linked into the final application and drives a
number of re-verification/certification efforts and costs. For
instance, when an application binary is re-linked, the contents
of the complied application executable (e.g., the application
binary) are invariably different. This requires various analy-
ses to be repeated, including, for example, link map analysis,
stack analysis, data and control coupling analysis, object code
analysis, memory usage analysis, timing margin analysis, as
well as updates to related artifacts including reviews, audits,
and resubmissions. Utilizing controlled dynamic libraries
and isolated execution spaces in accordance with embodi-
ments of the inventive concepts disclosed herein helps reduc-
ing some of the re-verification/certification efforts and costs
without compromising system safety.

Referring to FIG. 3, a block diagram depicting an embodi-
ment of an operating system 300 implementing controlled
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dynamic libraries 302 and isolated execution spaces 304 is
shown. It is noted that implementing the controlled dynamic
libraries 302 and the isolated execution spaces 304 as
depicted herein enables partitioning of functionality into
separate components that can be explicitly linked together at
runtime under the full control and visibility of an application
developer (or a system integrator, or generally referred to as a
user). In other words, implementing the controlled dynamic
libraries 302 and the isolated execution spaces 304 as
depicted herein effectively provides memory (or space) par-
titioning for the controlled dynamic libraries 302. The details
of the controlled dynamic libraries 302 and the isolated
execution spaces 304 are described as follows.

In some embodiments, a configuration file 306 (e.g., cre-
ated by a user) may define how an application source file 308
should be loaded, including the number and order of any
libraries that should be dynamically linked to form an execut-
able application 320. For exemplary purposes, suppose the
configuration file 306 specifies that a first library as defined in
afirst library source file 310 and a second library as defined in
a second library source file 312 should be dynamically linked
to the application source file 308. This configuration allows
the application source file 308, the first library source file 310,
and the second library source file 312 to be compiled inde-
pendently without being statically linked together into a
single executable.

A controlled dynamic library loader 316 may then be uti-
lized to dynamically load the compiled application 314, the
first compiled library (referred to as the first controlled
dynamic library 302A), and the second compiled library (re-
ferred to as the second controlled dynamic library 302B) at
runtime based on the definitions provided in the configuration
file 306. It is contemplated that the controlled dynamic library
loader 316 may be configured to load the first controlled
dynamic library 302A and the second controlled dynamic
library 302B only when the configuration file 306 is present.
That is, configuration management may be limited to a per-
application basis, which may help prevent unintended and/or
unauthorized loading/changing of libraries.

Itis contemplated that version identifiers may be utilized in
some embodiments to verify whether dynamically linking a
library to an application is permissible. In reference to the
example depicted in FIG. 3, version identifiers may be
embedded into the compiled application 314 and the con-
trolled dynamic libraries 302A and 302B. These embedded
version identifiers may be cross checked by the operating
system 300 (or the controlled dynamic library loader 316)
before dynamically linking the compiled application 314
with the controlled dynamic libraries 302A and 302B. In this
manner, any version mismatches may be identified and/or
reported prior to execution. Additionally and/or alternatively,
the version identifiers embedded in the compiled application
314 and the controlled dynamic libraries 302 A and 302B may
also be verified at runtime after the load is complete. This
allows runtime configurations to be further validated by addi-
tional components if/when necessary.

If no version mismatch is identified by the operating sys-
tem 300 (or the controlled dynamic library loader 316), the
controlled dynamic library loader 316 may load the compiled
application 314 and the controlled dynamic libraries 302A
and 302B separately into their corresponding isolated execu-
tion spaces 304. The isolated execution spaces 304 are uti-
lized to isolate and contain the compiled application 314 and
the controlled dynamic libraries 302A and 302B within their
respective execution spaces. Utilizing the isolated execution
spaces 304 in this manner effectively prevents any control or
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coupling issues (if they arise) from impacting other parts of
the executable application 320.

More specifically, in some embodiments, a memory man-
agement unit (MMU) of the computer system running the
operating system 300 may be used to establish boundaries
around the controlled dynamic libraries 302A and 302B to
prevent the controlled dynamic libraries 302A and 302B from
modifying data that they are not authorized to do so, and
likewise, to prevent other parts of the application 320 (includ-
ing other libraries) from modifying data within the isolated
execution spaces 304 A and 304B that contains the controlled
dynamic libraries 302A and 302B.

A memory management unit (MMU) generally refers to a
computer hardware unit utilized for managing memory
resources. A MMU may be implemented as a part of the
central processing unit (CPU), but it may also be imple-
mented as a separate integrated circuit. In conventional oper-
ating systems, available memory resources are allocated to
processes depending on the configuration mechanisms that
are present in the operating system. As shown in FIG. 4, any
software running within a process boundary has full access to
any of the memory resources available to that process, includ-
ing any statically or dynamically linked libraries. For
example, any software running within Process A has full
access to all memory resources available to Process A.

In contrast, the isolated execution spaces 304 implemented
in embodiments in accordance with the inventive concepts
disclosed herein create an additional layer of control within
each process boundary. FIG. 5 is an illustration depicting this
additional layer of control provided by the MMU 330. The
dynamically linked application 320 previously depicted in
FIG. 3 is represented as Process A 320. For illustrative pur-
poses, suppose that multiple memory resources 322 through
328 are allocated to the Process A 320, and further suppose
that among the memory resources 322 through 328, the
memory resource 322 is allocated to the isolated execution
space 304C, the memory resources 324 and 326 are allocated
to the isolated execution space 304A, and the memory
resource 328 is allocated to the isolated execution space
304B. The MMU 330 may then enforce this allocation so that
the compiled application 314 contained in the isolated execu-
tion space 304C only has full access to the memory resource
322, but not to the memory resources 324, 326, and 328.
Similarly, the controlled dynamic libraries 302A and 302B
contained in the isolated execution spaces 304A and 304B
may have full access only to their respective memory
resources, effectively isolating the memory resources accord-
ing to the boundaries of the isolated execution spaces 304.

To further enforce the isolation between the isolated execu-
tion spaces 304, communications between the compiled
application 314 and the controlled dynamic libraries 302A
and 302B may be permissible only through controlled inter-
faces 318 defined between them (as illustrated in FIG. 3). It is
contemplated that the implementations of the controlled
interfaces 318, together with memory resource isolation
described above, effectively prohibit any unintended and/or
unauthorized communications and/or interactions to occur
between the compiled application 314 and the controlled
dynamic libraries 302A and 302B.

In some embodiments, communications between the com-
piled application 314 and one or more of its controlled
dynamic libraries 302A and 302B may be carried out as
function calls through the controlled interfaces 318. In some
embodiments, a controlled interface 318 may function like a
kernel trap or a system call. That is, an intentional violation of
the controlled interface 318 may be used to trigger a kernel
call or trap, which may trigger a simple context switch to
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6

facilitate communications between the compiled application
314 and one or more of its controlled dynamic libraries 302A
and 302B. FIGS. 3 and 6 include illustrations depicting an
exemplary process for handling a controlled interface call.

More specifically, suppose Module A (e.g., a compiled
application 314) and Module B (e.g., a controlled dynamic
library 302A) are both loaded into their corresponding iso-
lated execution spaces 304C and 304A. Each isolated execu-
tion space 304 in turn runs in its own execution context. If the
compiled application 314 needs to call a service defined in the
controlled dynamic library 302A, a direct function call 332
from the compiled application 314 to the controlled dynamic
library 302A may be used to intentionally violate the con-
trolled interface 318, which may result in a MMU fault (due
the memory resource isolation previously described), which
in turn may prompt a context switch.

The context switch may be handled by an isolated execu-
tion space service module 334, which may be implemented as
a component of the operating system 300. The context switch
is needed in order to alter the execution context so that
memory addresses that were accessible only to the isolated
execution space 304C (which contains the caller, the com-
piled application 314) can be removed, and memory
addresses that are accessible to the isolated execution space
304A (which contains the callee, the controlled dynamic
library 302A) can be enabled. Upon completion of the context
switch, execution is allowed to continue, but now only within
the execution context of the isolated execution space 304A. In
other words, any attempts by the isolated execution space
304A (and any modules it contains) to execute code or to
read/write data beyond its execution context may result in a
fault 336 delivered to the underlying operating system, which
may then invoke any exception or fault-handling policies
available to the operating system to handle the fault 336.

It is contemplated that the isolated execution space service
module 334 may be configured to conduct additional check-
ing and verification processes to further ensure the safety of
the system. For example, parameters received at the request
processor of the isolated execution space service module 334
may be monitored and checked for out of bounds values and
to validate that coupling assumptions are not being violated.
Additional validation processes may also be enabled if/when
needed. For example, if an error has occurred, instrumenta-
tion code may be activated to intercept each controlled inter-
face call going through the isolated execution space service
module 334 to determine whether the parameters and control/
data flows appear valid. Any invalid parameters or flows may
prompt error messages and/or a fault 336.

Similarly, the isolated execution space service module 334
may be further configured to implement a flow control or rate
limiting feature on the controlled interface calls. For instance,
each controlled interface call going through the isolated
execution space service module 334 may be subject to a flow
control logic, which may enforce a certain expected behavior
between the caller and the callee. This flow control logic may
be used both in development to identify aberrant behavior in
an application, or used as an extra safety measure in operation
(e.g., during flight for an avionic system) to ensure that all
aspects of the application are behaving deterministically.

The isolated execution space service module 334 may also
be configured to monitor the controlled interface calls to
obtain profiling information about how an application uses its
controlled dynamic libraries, or how much time is spent in
various parts of the application. Additionally, logging may be
enabled at the isolated execution space service module 334,
which may provide debug and tracing information if/when
needed.
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It is contemplated that in addition to context switching as
described above, call stack switching may be implemented in
some embodiments to further improve safety and security of
the system 300. Implementing call stack switching may
reduce interdependencies between the controlled dynamic
libraries on each other’s stack, which may in turn ease certi-
fication burdens for avionic systems.

FIG. 7 is an illustration depicting a conventional function
call stack processing. When the same stack is used by difter-
ent modules, a caller has no control of how much stack will be
consumed by a callee. If the callee consumes more stack than
is available, undefined behaviors may occur. Therefore, rather
than sharing the same stack between different modules, each
module may manage its own stack as shown in FIG. 8. More
specifically, continuing with the example depicted in FIGS. 3
and 6, the caller (e.g., the compiled application 314) may
manage its own stack 340 while the callee (e.g., the controlled
dynamic library 302A) may manage its own stack 342 inde-
pendently. When the execution context is switched from the
compiled application 314 to the controlled dynamic library
302A, apointer may be switched from stack 340 to stack 342,
and stack 342 may then be utilized as the active stack accord-
ingly. It is contemplated that the reverse process may be
utilized when the execution context is switched from the
controlled dynamic library 302A to the compiled application
314.

Itis also contemplated that implementing call stack switch-
ing as described above may help reduce certification burdens
(e.g., for avionics) when a new version of a library is made
available. More specifically, because the stacks are now
decoupled, stack analysis required for certification purposes
may only need to be performed independently on each mod-
ule (e.g., the compiled application 314 and the controlled
dynamic library 302A). On the other hand, without decou-
pling the stacks, a complex stack analysis of the combination
of the compiled application 314 and the controlled dynamic
library 302A is required. Furthermore, if the controlled
dynamic library 302A were to be swapped out with a newer
version, this complex stack analysis would then need to be
repeated for the new combination again. Therefore, imple-
menting call stack switching as described above may be ben-
eficial for safety, security, as well as cost reduction reasons.

Referring now to FIG. 9, an embodiment in accordance
with the inventive concepts disclosed herein with support for
shared memory regions 350 and 352 is shown. Similarly to
the illustration depicted in FIG. 5, each of the isolated execu-
tion spaces 304A, 304B, and 304C may have full access to
their respective memory resources 322 (for 304A), 324 and
326 (for 304B), and 328 (for 304C), but they may not access
each other’s memory resources directly. It is contemplated,
however, that there may be situations where shared memory
regions, such as memory regions 350 and 352, may be desir-
able for performance reasons. A shared memory region 350
and 352 may be created and made accessible to more than one
of the isolated execution spaces 304. It is contemplated that
the shared memory region 350 or 352 may be managed uti-
lizing conventional memory management techniques. It is to
be understood that while having a shared memory region 350
or 352 may lessen the level of isolation provided in compari-
son to the various embodiments previously described, a
shared memory region 350 or 352 only opens a relatively
small window for possible corruption to occur; the overall
implementation still prevents the unbounded type of corrup-
tion that can normally occur in traditional applications.

It is contemplated that the various embodiments described
above may be utilized to provide safe operating environments
that would allow dynamically linked libraries to be used in a
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safety critical environment such as avionics. Providing abili-
ties to dynamically load libraries may provide significant cost
reduction by allowing applications to remain unchanged
while swapping out underlying libraries. The following sec-
tions present several types of exemplary libraries that can
benefit from the dynamic loading abilities described herein. It
is to be understood, however, that the types of libraries that
can be dynamically linked are not limited to the types pre-
sented in the following examples. The libraries that can be
dynamically linked may include user-space drivers, user-
space libraries, protected libraries, as well as other types of
libraries without departing from the broad scope of the inven-
tive concepts disclosed herein.

A user-space driver refers to a device driver that is imple-
mented in an application space, typically as a library that can
be linked to an application. The library code compiled into the
application is able to then dereference a pointer in application
space that is mapped directly to the underlying device
memory or registers. For certain types of devices, using user-
space drives can yield enormous performance improvements,
as the device accesses are not subject to kernel traps and do
not need to go through a device driver subsystem. However,
traditional user-space drivers suffer from two problems. For
instance, when a user-space driver is (statically) linked to an
application, the application is then tied to a specific revision
of the hardware (which is driven by the driver). If that hard-
ware is updated, the application may need to be relinked or
recompiled, which leads to increased costs (including certi-
fication costs in case of avionics). Another problem is that
since libraries (static or dynamic) are typically linked with the
application in the same address space, any error in the appli-
cation or another library has the potential to corrupt the
memory of the user-space driver, including memory mapped
registers, which may lead to unpredictable operation of the
hardware, and in the case of avionics, a catastrophic safety
event.

Utilizing controlled dynamic libraries in accordance with
the inventive concepts disclosed herein, a user-space driver
may be loaded in a controlled manner and may not experience
the problems described above. Referring generally to FIGS. 5
and 10. Suppose the controlled dynamic library 302B is a
user-space driver, the MMU 330 may be configured so that
only the user-space driver 302B has access to the memory
mapped device registers and/or memory regions 360. In addi-
tion, the ability to dynamically load the user-space driver
302B frees the compiled application 314 from containing
code that is hardware specific. If/when the hardware driven by
the user-space driver 302B is updated, only the user-space
driver 302B needs to be updated, and the user-space driver
302B may be updated without requiring the compiled appli-
cation 314 to be relinked or recompiled.

Another added benefit provided by dynamically linking the
user-space driver 302B to the compiled application 314 is that
the separation between the user-space driver 302B and the
compiled application 314 may allow the user-space driver
302B and the compiled application 314 to be certified sepa-
rately. This may be beneficial for avionics and in other indus-
tries where certification of software is required. For instance,
the user-space driver 302B may be certified to a particular
Design Assurance Level (DAL ) that may be different than the
compiled application 314. Furthermore, dynamically linking
the user-space driver 302B to the compiled application 314
may provide productivity benefits as well. For instance, the
user-space driver 302B may be debugged with the same
debugging tools used by the application developer. This has
the potential to decrease root cause analysis time when
device-related errors are experienced because all software in
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a call chain can be made fully visible (e.g., through the iso-
lated execution space service module 334 as previously
described), including input/output of the user-space driver
302B.

While the user-space driver 302B described above may be
considered as particular type of user-space library, it is con-
templated that other types of user-space libraries in general
may also benefit from implementations of the controlled
dynamic libraries in accordance with the inventive concepts
disclosed herein. For example, as long as a change to a user-
space library does not affect its controlled interfaces, a new
version of the user-space library may be substituted without
affecting the compiled application 314 itself. The implemen-
tations of the controlled dynamic libraries in accordance with
the inventive concepts disclosed herein effectively provide
the safety and isolation features necessary to update the
libraries in a clean and safe manner.

In addition, the implementations of the controlled dynamic
libraries in accordance with the inventive concepts disclosed
herein also provide testing and monitoring capabilities,
allowing the interactions between an application and its con-
trolled dynamic libraries to be tested and monitored if/when
needed. For instance, the various checking and verification
processes carried out by the isolated execution space service
module 334 (as previously described in FIG. 6) may be uti-
lized to validate and control the parameters, data, and flow
through the controlled interfaces. Also as previously
described, memory space partitioning, version control, com-
patibility check, logging, debugging, as well as other error
detection techniques may also be utilized to facilitate testing
and monitoring of the integrated (i.e., dynamically linked)
application 320.

It is contemplated that the implementations of the isolated
execution spaces and the controlled interfaces in accordance
with the inventive concepts disclosed herein may also facili-
tate implementations of remote executions in a clean and safe
manner. Referring to FIG. 11, suppose a compiled application
314, is loaded into an isolated execution space 304C, and
suppose also that the compiled application 314 should be
dynamically linked to a library 370. Rather than loading the
library 370 into an isolated execution space within the same
operating system hosting the isolated execution space 304C,
a “proxy” of the library 370 may be loaded instead, which
may serve to remotely communicate with an actual version of
the library 370 loaded into an isolated execution space 372
hosted elsewhere.

It is contemplated that the isolated execution space service
modules 334 and 374 servicing the compiled application 314
and the library 370, respectively, may be utilized to facilitate
the communication. Additionally and/or alternatively, the
abilities to process remote executions may be utilized for
testing purposes. For example, calls going through the iso-
lated execution space service module 334 may be sent to the
isolated execution space service module 374, which may be
used to record the calls for debugging purposes at a later time
or at a different location. It is contemplated that the isolated
execution space service modules 334 and 374 may be hosted
on different operating systems, processor architectures (e.g.,
ARM, x86, PowerPC or the like), or in physical locations over
a network, without departing from the broad scope of the
inventive concepts disclosed herein.

It is further contemplated that the implementations of the
controlled dynamic libraries and the isolated execution
spaces in accordance with the inventive concepts disclosed
herein may simplify integration of applications and may sup-
port reuse of modular components. For example, in the avia-
tion industry, standards such as Future Airborne Capability
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Environment (FACE) have been developed to provide guide-
lines for creating a common operating environment to support
applications across multiple avionics systems. The FACE
concept depends heavily on the idea of modular components
reused across platforms along with isolation layers to aid in
that reuse. The abilities to link dynamic libraries at runtime,
as provided in the implementations of the controlled dynamic
libraries and the isolated execution spaces in accordance with
the inventive concepts disclosed herein, may be utilized to
facilitate reuse of modular components across platforms.

In addition, a large number of components in a FACE
system may be used for isolating interfaces to line-replace-
able units (LRUs). An example is turning a global positioning
system (GPS) data into latitude and longitude information
needed by a flight management system (FMS). In a modular
system where multiple components are being put together,
implementing each LRU control element as a library may
simplify integration and reduce the number of separate appli-
cations needed for different operation platforms.

Furthermore, while FACE components may have clearly
documented input/output (I/O), there is no requirement for
them to use the same I/O format. Data conversions may be
utilized, but such processes are very complicated. The use of
runtime dynamically linked libraries allows for a plug-in that
can handle this conversion.

It is to be understood that the references to FACE, and to
avionics in general, as described in the examples above, are
merely exemplary. The controlled dynamic libraries and the
isolated execution spaces in accordance with the inventive
concepts disclosed herein may be implemented in various
types of systems utilized for various types of purposes with-
out departing from the broad scope of the inventive concepts
disclosed herein.

Referring now to FIG. 12, a flow diagram depicting an
embodiment of a method 400 for supporting dynamically
linked libraries is shown. A plurality of source files may be
independently compiled in a step 402. The plurality of source
files may include source files for one or more applications
and/or libraries. Subsequently, one or more compiled appli-
cations and/or libraries may be loaded into their respective
isolated execution space in a step 404, and controlled inter-
faces between the isolated execution spaces may be estab-
lished in a step 406 according to configurations specified in a
configuration file. The configuration file may specify, for
example, which libraries should be loaded along with a par-
ticular application, how should the libraries and the particular
application be linked, and if applicable, in which order.

As previously described, each isolated execution space
contains a compiled executable (e.g., an application binary or
acompiled library). Each isolated execution space effectively
provides memory (or space) partitioning for the compiled
executable contained therein. Communications between two
isolated execution spaces are only permissible at runtime
through a controlled interface established between them; and
if there is no controlled interface established between them,
they are not permitted to communicate with each other. As
previously described, once the compiled executables are
loaded and the controlled interfaces are established as speci-
fied in the configuration file, these compiled executables are
considered dynamically linked and they jointly form an
executable application ready for execution in a step 408.

It is contemplated that context switch as described above
may be utilized to handle communications (e.g., function
calls made through the controlled interface) between two
isolated execution spaces. Utilizing the context switch tech-
niques as described above helps maintaining isolation
between the two isolated execution spaces while facilitating
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necessary linkage between them. It is also contemplated that
call stack switch as described above may be utilized as well to
further reduce interdependencies between the isolated execu-
tion spaces.

Furthermore, it is contemplated that error detections and
verification processes may be carried out at various steps
within method 400. For instance, version checking may be
performed prior to the loading step 404 and again at runtime
in the execution step 408. It is contemplated that the other
types of error detection and verification processes described
above may also be carried out at various steps within method
400 without departing from the broad scope of the inventive
concepts disclosed herein.

It is to be understood that the present disclosure may be
conveniently implemented in forms of a software, hardware
or firmware package. Such a package may be a computer
program product which employs a computer-readable storage
medium including stored computer code which is used to
program a computer to perform the disclosed function and
process of the present invention. The computer-readable
medium may include, but is not limited to, any type of con-
ventional floppy disk, optical disk, CD-ROM, magnetic disk,
hard disk drive, magneto-optical disk, ROM, RAM, EPROM,
EEPROM, magnetic or optical card, or any other suitable
media for storing electronic instructions.

It is to be understood that embodiments of the inventive
concepts described in the present disclosure are not limited to
any underlying implementing technology. Embodiments of
the inventive concepts of the present disclosure may be imple-
mented utilizing any combination of software and hardware
technology and by using a variety of technologies without
departing from the broad scope of the inventive concepts or
without sacrificing all of their material advantages.

It is to be understood that the specific order or hierarchy of
steps in the processes disclosed is an example of exemplary
approaches. It is to be understood that the specific order or
hierarchy of steps in the processes may be rearranged while
remaining within the broad scope of the present disclosure.
The accompanying method claims present elements of the
various steps in a sample order, and are not meant to be
limited to the specific order or hierarchy presented.

It is believed that the inventive concepts disclosed herein
and many of their attendant advantages will be understood by
the foregoing description, and it will be apparent that various
changes may be made in the form, construction, and arrange-
ment of the components thereof without departing from the
broad scope of the inventive concepts or without sacrificing
all of their material advantages. The form herein before
described being merely an explanatory embodiment thereof,
it is the intention of the following claims to encompass and
include such changes.

What is claimed is:

1. A method, comprising: loading a plurality of binary files
of an executable application into a plurality of isolated execu-
tion spaces defined on a computing system according to a
loading order specified in a configuration file;

establishing controlled interfaces between at least two of

the plurality of isolated execution spaces loaded with at
least two of the plurality of binary files of the executable
application according to configurations specified in the
configuration file, wherein the controlled interfaces are
configured to prohibit unauthorized communications
between the plurality of isolated execution spaces, and
wherein a controlled interface call through one of the
controlled interfaces from a first isolated execution
space to a second isolated execution of the plurality of
isolated execution spaces invokes a context switch of an
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execution context to securely maintain isolation
between the first isolated execution space and the second
isolated execution space;

and forming the executable application for execution on

the computing system, the executable application being
formed by linking the plurality of binary files from the
plurality of isolated execution spaces through the con-
trolled interfaces established therein.

2. The method of claim 1, wherein each one of the plurality
of binary files includes an embedded version identifier, and
wherein the plurality of binary files are checked for compat-
ibility prior to loading the plurality of binary files into the
plurality of isolated execution spaces.

3. The method of claim 1, wherein said loading the plural-
ity of binary files is permissible only when the configuration
file is present, and wherein each one of the plurality of binary
files is loaded into a corresponding one of the plurality of
isolated execution spaces.

4. The method of claim 1, wherein each one of the plurality
of isolated execution spaces is provided full memory access
to an allocated memory portion.

5. The method of claim 1, wherein memory addresses
allocated to the first isolated execution space are removed
from the execution context.

6. The method of claim 1, wherein each of the plurality of
isolated execution spaces maintains a separate call stack, and
wherein a controlled interface call through one of the con-
trolled interfaces from a first isolated execution space to a
second isolated execution space of the plurality of isolated
execution spaces invokes a call stack switch from a first call
stack of the first isolated execution space to a second call stack
of'the second isolated execution space.

7. The method of claim 1, further comprising: validating
each controlled interface call through the controlled inter-
faces, wherein at least one of a parameter, data, and a control
flow of each controlled interface call is checked for validity.

8. The method of claim 1, further comprising: logging at
least one of a parameter and data of a controlled interface call
through the controlled interfaces.

9. A method, comprising: compiling a plurality of source
files of an executable application to produce a plurality of
compiled files of the executable application, each of the plu-
rality of source files defining a component of the executable
application;

loading the plurality of compiled files of the executable

application into a plurality of isolated execution spaces
defined on a computing system according to a loading
order specified in a configuration file;

establishing controlled interfaces between at least two of

the plurality of isolated execution spaces loaded with at
least two of the plurality of compiled files of the execut-
able application according to configurations specified in
the configuration file, wherein the controlled interfaces
are configured to prohibit unauthorized communica-
tions between the plurality of isolated execution spaces,
and wherein a controlled interface call through one of
the controlled interfaces from a first isolated execution
space to a second isolated execution space of the plural-
ity of isolated execution spaces invokes a context switch
of an execution context to securely maintain isolation
between the first isolated execution space and the second
isolated execution space;

and forming the executable application for execution on

the computing system, the executable application being
formed by linking the plurality of compiled files from
the plurality of isolated execution spaces through the
controlled interfaces established therein.
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10. The method of claim 9, wherein each one of the plu-
rality of compiled files includes an embedded version identi-
fier, and wherein the plurality of compiled files are checked
for compatibility prior to loading the plurality of compiled
files into the plurality of isolated execution spaces.

11. The method of claim 9, wherein said loading the plu-
rality of compiled files is permissible only when the configu-
ration file is present, and wherein each one of the plurality of
compiled files is loaded into a corresponding one of the plu-
rality of isolated execution spaces.

12. The method of claim 9, wherein each one of the plu-
rality of isolated execution spaces is provided full memory
access to an allocated memory portion.

13. The method of claim 9, wherein the controlled inter-
faces are configured to prohibit unauthorized communica-
tions between the plurality of isolated execution spaces, and
wherein a controlled interface call through one of the con-
trolled interfaces from a first isolated execution space to a
second isolated execution space of the plurality of isolated
execution spaces invokes a context switch of an execution
context.

14. The method of claim 13, wherein memory addresses
allocated to the first isolated execution space are removed
from the execution context.

15. The method of claim 9, wherein each of the plurality of
isolated execution spaces maintains a separate call stack, and
wherein a controlled interface call through one of the con-
trolled interfaces from a first isolated execution space to a
second isolated execution space of the plurality of isolated
execution spaces invokes a first call stack switch from a call
stack of the first isolated execution space to a second call stack
of the second isolated execution space.

16. The method of claim 9, further comprising: validating
each controlled interface call through the controlled inter-
faces, wherein at least one of a parameter, data, and a control
flow of each controlled interface call is checked for validity.

17. The method of claim 9, further comprising: logging at
least one of a parameter and data of a controlled interface call
through the controlled interfaces.

18. A computer system, comprising: a memory; a memory
management unit configure to mange allocation of the
memory; and a processor configured to: provide a plurality of
isolated execution spaces defined according to an operating
system executing on the processor; load a plurality of binary
files of an executable application into the plurality of isolated
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execution spaces according to a loading order specified in a
configuration file, wherein each one of the plurality of binary
files is loaded into a corresponding one of the plurality of
isolated execution spaces, wherein each one of the plurality of
isolated execution spaces is provided full memory access to
an allocated memory portion, and wherein the memory man-
agement unit is utilized to prevent a particular isolated execu-
tion space of the plurality of isolated execution spaces from
accessing the allocated memory portion of another isolated
execution space of the plurality of isolated execution spaces;
establish controlled interfaces among the plurality of iso-
lated execution spaces loaded with at least two of the
plurality of binary files of the executable application
according to configurations specified in the configura-

tion file,

wherein the controlled interfaces are configured to prohibit

unauthorized communications between the plurality of
isolated execution spaces, and wherein a controlled
interface call through one of the controlled interfaces
from a first isolated execution space to a second isolated
execution space of the plurality of isolated execution
spaces invokes a context switch of an execution context
to securely maintain isolation between the first isolated
execution space and the second isolated execution
space,

wherein communications between the plurality of isolated

execution spaces are permissible only through the con-
trolled interfaces established among the plurality of iso-
lated execution spaces; and form the executable appli-
cation for execution on the computer system, the
executable application being formed by linking the plu-
rality of binary files from the plurality of isolated execu-
tion spaces through the controlled interfaces established
therein.

19. The computer system of claim 18, wherein the con-
trolled interfaces are configured to prohibit unauthorized
communications between the plurality of isolated execution
spaces, wherein a controlled interface call through one of the
controlled interfaces from a first isolated execution spaceto a
second isolated execution space of the plurality of isolated
execution spaces invokes a context switch of an execution
context, and wherein memory addresses allocated to the first
isolated execution space are removed from the execution
context as a result of the context switch.
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